**3.SOURCE CODE**

In [11]:

**import** pandas **as** pd

**import** numpy **as** np

**import** seaborn **as** sns

**import** matplotlib.pyplot **as** plt

**import** warnings

**import** pandas.util.testing **as** tm

In [12]:

data**=**pd.read\_csv("C:\\Users\\Dell\\OneDrive\\Desktop\\diamonds.csv")

In [13]:

data.head(2)

Out[13]:

**carat cut color clarity depth table price x y z 0** 0.23 Ideal E SI2 61.5 55.0 326 3.95 3.98 2.43

**1** 0.21 Premium E SI1 59.8 61.0 326 3.89 3.84 2.31

In [14]:

data.describe()

Out[14]:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **carat** | **depth** | **table** | **price** | **x** | **y** | **z** |
| **count** | 53940.000000 | 53940.000000 | 53940.000000 | 53940.000000 | 53940.000000 | 53940.000000 | 53940.000000 |
| **mean** | 0.797940 | 61.749405 | 57.457184 | 3932.799722 | 5.731157 | 5.734526 | 3.538734 |
| **std** | 0.474011 | 1.432621 | 2.234491 | 3989.439738 | 1.121761 | 1.142135 | 0.705699 |
| **min** | 0.200000 | 43.000000 | 43.000000 | 326.000000 | 0.000000 | 0.000000 | 0.000000 |
| **25%** | 0.400000 | 61.000000 | 56.000000 | 950.000000 | 4.710000 | 4.720000 | 2.910000 |
| **50%** | 0.700000 | 61.800000 | 57.000000 | 2401.000000 | 5.700000 | 5.710000 | 3.530000 |
| **75%** | 1.040000 | 62.500000 | 59.000000 | 5324.250000 | 6.540000 | 6.540000 | 4.040000 |
| **max** | 5.010000 | 79.000000 | 95.000000 | 18823.000000 | 10.740000 | 58.900000 | 31.800000 |

In [15]:

data.isnull().sum()

Out[15]:

carat 0

cut 0

color 0

clarity 0

depth 0

table 0

price 0

x 0

y 0

z 0

dtype: int64

data.info()

<class 'pandas.core.frame.DataFrame'> RangeIndex: 53940 entries, 0 to 53939 Data columns (total 10 columns):

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| # |  | Column | Non-Null Count |  | Dtype |
| 0 |  | carat | 53940 non-null |  | float64 |
| 1 |  | cut | 53940 non-null |  | object |
| 2 |  | color | 53940 non-null |  | object |
| 3 |  | clarity | 53940 non-null |  | object |
| 4 |  | depth | 53940 non-null |  | float64 |
| 5 |  | table | 53940 non-null |  | float64 |
| 6 |  | price | 53940 non-null |  | int64 |
| 7 |  | x | 53940 non-null |  | float64 |
| 8 |  | y | 53940 non-null |  | float64 |
| 9 |  | z | 53940 non-null |  | float64 |

dtypes: float64(6), int64(1), object(3) memory usage: 4.1+ MB

In [17]:

data**=**data.drop(['depth','table','x','y','z'],axis**=**1)

In [18]:

data.head(2)

Out[18]:

**carat cut color clarity price 0** 0.23 Ideal E SI2 326

**1** 0.21 Premium E SI1 326

In [19]:

data.dtypes

Out[19]:

carat float64

cut object

color object

clarity object

price int64 dtype: object

In [20]:

data['price']**=**data.price.astype(float) data.dtypes

Out[20]:

carat float64

cut object

color object

clarity object

price float64 dtype: object

plt.figure(figsize**=**[12,12]) plt.subplot(221)

*#carat weight distribution*

plt.hist(data['carat'],bins**=**20,color**=**'b') plt.xlabel('Carat Weight')

plt.ylabel('Frequency')

plt.title('Distribution of diamond carat weight') plt.subplot(222)

*#distribution of price value*

plt.hist(data['price'],bins**=**20,color**=**'r') plt.xlabel('Diamond Price')

plt.ylabel('Frequency')

plt.title('Diamond Price distribution')

Out[21]:

![](data:image/png;base64,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)Text(0.5, 1.0, 'Diamond Price distribution')

In [22]:

data.head(1)

Out[22]:

**carat cut color clarity price 0** 0.23 Ideal E SI2 326.0

In [23]:

**from** sklearn.preprocessing **import** LabelEncoder l1**=**LabelEncoder()

label**=**l1.fit\_transform(data['cut']) l1.classes\_

Out[23]:

array(['Fair', 'Good', 'Ideal', 'Premium', 'Very Good'], dtype=object)

In [24]:

label

Out[24]:

array([2, 3, 1, ..., 4, 3, 2])

In [25]:

data['cut\_label']**=**label

data.head(10)

Out[52]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **carat** | **cut** | **color** | **clarity** | **price** | **cut\_label** | **clarity\_label** |
| **0** 0.23 | Ideal | 2 | SI2 | 326.0 | 2 | 3 |
| **1** 0.21 | Premium | 2 | SI1 | 326.0 | 3 | 2 |
| **2** 0.23 | Good | 2 | VS1 | 327.0 | 1 | 4 |
| **3** 0.29 | Premium | 6 | VS2 | 334.0 | 3 | 5 |
| **4** 0.31 | Good | 7 | SI2 | 335.0 | 1 | 3 |
| **5** 0.24 | Very Good | 7 | VVS2 | 336.0 | 4 | 7 |
| **6** 0.24 | Very Good | 6 | VVS1 | 336.0 | 4 | 6 |
| **7** 0.26 | Very Good | 5 | SI1 | 337.0 | 4 | 2 |
| **8** 0.22 | Fair | 2 | VS2 | 337.0 | 0 | 5 |
| **9** 0.23 | Very Good | 5 | VS1 | 338.0 | 4 | 4 |

In [53]:

l2**=**LabelEncoder()

label1**=**l2.fit\_transform(data['clarity']) data['clarity\_label']**=**label1

data.head(10)

Out[53]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **carat** | **cut** | **color** | **clarity** | **price** | **cut\_label** | **clarity\_label** |
| **0** 0.23 | Ideal | 2 | SI2 | 326.0 | 2 | 3 |
| **1** 0.21 | Premium | 2 | SI1 | 326.0 | 3 | 2 |
| **2** 0.23 | Good | 2 | VS1 | 327.0 | 1 | 4 |
| **3** 0.29 | Premium | 6 | VS2 | 334.0 | 3 | 5 |
| **4** 0.31 | Good | 7 | SI2 | 335.0 | 1 | 3 |
| **5** 0.24 | Very Good | 7 | VVS2 | 336.0 | 4 | 7 |
| **6** 0.24 | Very Good | 6 | VVS1 | 336.0 | 4 | 6 |
| **7** 0.26 | Very Good | 5 | SI1 | 337.0 | 4 | 2 |
| **8** 0.22 | Fair | 2 | VS2 | 337.0 | 0 | 5 |
| **9** 0.23 | Very Good | 5 | VS1 | 338.0 | 4 | 4 |

In [28]:

data['color']**=**data['color'].map({'D':1,'E':2,'F':3,'G':4,'H':5,'I':6,'J':7,'NA':8})

In [29]:

data['color'].fillna(0)

Out[29]:

|  |  |
| --- | --- |
| 0 | 2 |
| 1 | 2 |
| 2 | 2 |
| 3 | 6 |
| 4 | 7 |
|  | .. |
| 53935 | 1 |
| 53936 | 1 |
| 53937 | 1 |
| 53938 | 5 |
| 53939 | 1 |

Name: color, Length: 53940, dtype: int64

In [30]:

data['color'].isnull().sum()

Out[30]:

0

data.head(2)

Out[31]:

**carat cut color clarity price cut\_label clarity\_label 0** 0.23 Ideal 2 SI2 326.0 2 3

**1** 0.21 Premium 2 SI1 326.0 3 2

In [32]:

y**=**data['price'] y.head(1)

Out[32]:

0 326.0

Name: price, dtype: float64

In [33]:

x**=**data.drop(['price','cut','clarity'],axis**=**1) x.head(1)

Out[33]:

**carat color cut\_label clarity\_label 0** 0.23 2 2 3

In [34]:

**from** sklearn.model\_selection **import** train\_test\_split

x\_train,x\_test,y\_train,y\_test**=**train\_test\_split(x,y,train\_size**=**0.8,random\_state**=**42)

In [35]:

len(x\_train)

Out[35]: 43152

In [36]:

len(y\_test)

Out[36]: 10788

In [37]:

len(data)

Out[37]: 53940

In [38]:

43152**+**10788

Out[38]: 53940

In [39]:

data.head()

Out[39]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **carat** | **cut** | **color** | **clarity** | **price** | **cut\_label** | **clarity\_label** |
| **0** 0.23 | Ideal | 2 | SI2 | 326.0 | 2 | 3 |
| **1** 0.21 | Premium | 2 | SI1 | 326.0 | 3 | 2 |
| **2** 0.23 | Good | 2 | VS1 | 327.0 | 1 | 4 |
| **3** 0.29 | Premium | 6 | VS2 | 334.0 | 3 | 5 |
| **4** 0.31 | Good | 7 | SI2 | 335.0 | 1 | 3 |

data.tail()

Out[40]:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **carat** | **cut** | **color** | **clarity** | **price** | **cut\_label** | **clarity\_label** |
| **53935** | 0.72 | Ideal | 1 | SI1 | 2757.0 | 2 | 2 |
| **53936** | 0.72 | Good | 1 | SI1 | 2757.0 | 1 | 2 |
| **53937** | 0.70 | Very Good | 1 | SI1 | 2757.0 | 4 | 2 |
| **53938** | 0.86 | Premium | 5 | SI2 | 2757.0 | 3 | 3 |
| **53939** | 0.75 | Ideal | 1 | SI2 | 2757.0 | 2 | 3 |

In [43]:

**from** sklearn.preprocessing **import** StandardScaler scaler**=**StandardScaler()

x\_train**=**scaler.fit\_transform(x\_train) x\_test**=**scaler.fit\_transform(x\_test)

In [44]:

**from** sklearn.linear\_model **import** LinearRegression linreg**=**LinearRegression()

linreg.fit(x\_train,y\_train) pred**=**linreg.predict(x\_test)

In [45]:

*#accuracy with linear regression*

**from** sklearn.metrics **import** r2\_score lr**=**r2\_score(y\_test,pred)**\***100

print(lr)

87.76517206528275

In [46]:

*#accuracy with decision tree*

**from** sklearn.tree **import** DecisionTreeRegressor reg**=**DecisionTreeRegressor()

reg.fit(x\_train,y\_train) pred1**=**reg.predict(x\_test)

In [47]:

**from** sklearn.metrics **import** r2\_score dtr**=**r2\_score(y\_test,pred1)**\***100

print(dtr)

97.15579945236499

In [49]:

**from** sklearn.ensemble **import** RandomForestRegressor rf**=**RandomForestRegressor(n\_estimators**=**50)

rf.fit(x\_train,y\_train) pred2**=**rf.predict(x\_test)

In [50]:

**from** sklearn.metrics **import** r2\_score rfr**=**r2\_score(y\_test,pred2)**\***100

print(rfr)

97.75475742017633

**def** prediction():

carat**=**(input('Enter the value of carat: ')) cut**=**int(input('Enter the value of cut: '))

clarity**=**int(input('Enter the value of clarity: ')) color**=**int(input('Enter the value of color: '))

price**=**rf.predict([[carat,cut,clarity,color]])

print("Approximately Price pf Diamonds is:",price,'Rs') pred1**=**prediction()

pred1

Enter the value of carat: 0.23 Enter the value of cut: 2

Enter the value of clarity: 3 Enter the value of color: 2

Approximately Price pf Diamonds is: [3706.02] Rs

In [ ]: